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Abstract. A pattern represents a discernible regularity in the world or in 
manmade designs. In the prescriptive point of view, a pattern is a template 
from which instances can be created; while in the descriptive point of view, 
the elements of a pattern that repeat in a predictable manner can be observed 
and recognised. Similar to theories in sciences, patterns explain and predict 
regularities in a subject domain. In a complicated subject domain like 
cyberspace, there are usually a large number of patterns that each describes 
and predicts a subset of recurring phenomena, yet these patterns can 
interact with each other and be interrelated and composed with each other. 
The pattern-oriented research method studies a subject domain by 
identifying the patterns, classifying and categorising them, organising them 
into pattern languages, investigating the interactions between them, 
devising mechanisms and operations for detecting and predicting their 
occurrences, and facilitating their instantiations. This chapter illustrates this 
research methodology through a review of the research on software design 
patterns as an example of successful application of the methodology. It then 
discusses its possible applications to the research on cyberpatterns, i.e. 
patterns in cyberspace. It defines the scope of research, reviews the current 
state of art and identifies the key research questions. 

1 Motivation 

Since the first occurrence of the word cyberspace in 1980s in science fictions, 
cyberspace has expanded significantly and is expanding ever faster than before 
nowadays. During this period, the uses of the Internet, computer networks, and 
digital communication have been growing dramatically and the term “cyberspace” 
has been used to represent the new ideas and phenomena that have emerged. In 
this virtual space, individuals can interact, exchange ideas, share information, 
provide social support, conduct business, direct actions, create artistic media, play 
games, engage in political discussion, and so on, as a social experience. With the 
emerging of sensor networks, the Internet of things, mobile computing and cloud 
computing, cyberspace is now no longer isolated from the real world. The term 



 

cyberspace has become a conventional means to describe anything associated with 
the Internet and the diverse Internet culture. 

More importantly, the computational medium in cyberspace is an augmentation 
of the communication channel between real people. One of the core characteristics 
of cyberspace is that it offers an environment that consists of many participants 
with the ability to affect and influence each other. It is not simply a consensual 
hallucination experienced daily by billions of legitimate operators in every nation. 
In this space, children are being taught mathematics, natural and social sciences, 
and concepts and knowledge of all disciplines through, for example, Mass Open 
Online Courses. Social events that are big and small ranging from a family 
birthday party to a revolutionary protest are organised, for example, through social 
networks like YouTube and Facebook. Millions of business transactions are 
completed, employing e-commerce platforms like eBay and Amazon, etc. Yet, 
hacking for unauthorised access of computer systems, the spread of computer 
viruses and various forms of computer crimes also happen at every minute. 
Cyberspace is unthinkably complex and of great importance. The United States as 
well as many other countries have recognised the interconnected information 
technology operating across this space as part of the national critical 
infrastructure. 

However, the enormous scale, the notorious complexity, the intangibility of the 
virtual world and its complicated relations to the real world have imposed grave 
challenges to the researchers to operate, manage, protect and further develop the 
this space. The notion of cyberpatterns (i.e. patterns in cyberspace) was thus 
proposed to meet such challenges as a new concept as well as a new research 
methodology for the study of cyberspace. 

This chapter gives an introduction to the book by explaining the notion of 
cyberpatterns, defining its scope and domain, outlining the so-called pattern-
oriented research method based on the notion of pattern, and discussing the key 
research questions to be answered in the study of cyberpatterns. 

The chapter is organised as follows. Section 2 defines the notion of pattern, and 
Section 3 explains the pattern oriented research methodology, which is illustrated 
by a brief review of the research on software design patterns as an example of a 
successful application of the methodology. Section 4 explores the potential 
applications of pattern-oriented research methods to the study of cyberspace and 
related subject areas. 

2 The Notion of Pattern 

Pattern is a word widely uses in many subject domains of computer science and 
technology as well as many other scientific and technological disciplines. For 
example, in artificial intelligence, pattern recognition is an active and fruitful 
research topic in image processing and machine learning. In software engineering, 
research on design patterns has been an active research topic since the 1990s. 



 

It aims at systematically representing codified and reusable design knowledge. 
It has been extended into research on requirement analysis patterns, process 
patterns, testing patterns, and so forth. The notion of software design patterns are 
in fact borrowed from a theory of architectural designs proposed by Alexander [2] 
in the 1970s. 

Generally speaking, a pattern means a template from which instances can be 
created. Such a view of pattern is called the prescriptive view, because it provides 
a means for generating the instances of the pattern. Natural patterns such as 
spirals, meanders, waves, foams, tilings, cracks, etc., can be created by operations 
such as symmetries of rotation and reflection. 

Another core characteristic of the notion of pattern is that a pattern represents a 
discernible regularity in the world or in a manmade design. As such, the elements of 
a pattern repeat in a predictable manner. Not only can such repetition be generated 
using operators as in the prescriptive view, but also be observed and recognised. For 
patterns in nature and art, the regularity can often be directly observed by any of the 
five senses. But patterns in cyberspace are more like the abstract patterns in 
science, mathematics, or language, which may be observable only by analysis. This 
leads to the descriptive view of patterns, which is an alternative to the prescriptive 
view. In this view, a pattern describes the instances of the pattern, thus providing a 
means to recognise whether an element in the domain is an instance of the 
pattern. 

Nature patterns are often chaotic, never exactly repeating, and often involve 
fractals. This means that the predictions can be less accurate as one may expect. 
However, all such patterns have an underlying mathematical structure through 
which regularities manifest themselves as mathematical theories and functions. 
Therefore, scientific experiments can be carried out to demonstrate the regularity 
that a pattern predicts to validate the correctness of the documentation and 
specification of the pattern. This is similar to the sciences, where theories explain 
and predict regularities in the world. However, as one of the main differences 
from science theories, a subject domain may have a large number of patterns that 
each describes and predicts one subset of phenomena, yet these patterns can 
interact with each other and be interrelated and composed with each other. Such a 
set of validated patterns formulates a scientific foundation for the study of a space 
of phenomena. Thus, patterns are classified, categorised, and organised into pattern 
languages through assigning a vocabulary to the patterns in a subject domain. 

3 Pattern-Oriented Research Methodology 

These general features of patterns suggest that the notion of pattern is useful to 
investigate on the following types of research questions: 
• finding the regularities of the complicated phenomena in a subject domain like 

cyberspace, 



 

• understanding such repeating phenomena through discovery of the underlying 
mathematical structures, 

• facilitating the observations of the phenomena in order to detecting the 
occurrences of a repeating phenomena, 

• defining the operations to detect, predict and prevent and/or reproduce such 
phenomena, 

• determining the relationships between various repeating phenomena, 
• devising the mechanisms for classifying and categorising such phenomena, 
• standardising the vocabulary of such phenomena to form pattern languages, etc. 

Systematically studying all aspects of patterns in a subject domain is a research 
methodology that we believe is suitable for the research of cyberspace’s related 
subjects. This methodology is called pattern-oriented in the sequel. 

To illustrate how this research methodology works, this section briefly reviews 
the research on software design patterns. It is perhaps the most advanced subject 
domain in which pattern-oriented research methodology is applied. 

3.1 Software Design Patterns: An Example of Applying the Pattern-Oriented 
Research Method 

Software, as the most complex manmade artefact, is difficult to design and 
implement. There are a great number of software systems that have been 
developed for a vast range of different application domains. Some are very 
successful; while some others completely fail. A key research question is 
therefore:  

• Can design knowledge contained in the successful software systems be 
extracted and reused in the design of other systems? 

The pattern-oriented research methodology answers this question by regarding 
such successful design knowledge as patterns. In particular, design patterns are 
regarded as codified reusable solutions to recurring design problems [18, 3]. In 
the past two decades, much research on software design patterns has been reported 
in the literature. The following briefly reviews the existing work on software 
design patterns to illustrate how the pattern-oriented research method works. 

3.1.1 Identification and documentation of design patterns 
Design patterns are mostly identified by experienced software designers manually 
by recognising the recurring design problems and the successful examples of design 
solutions. These samples of successful solutions are abstracted into a template so 
that it can be applied to a wide range of applications but of the same design 
problem. Typically, such a template of design solutions consists of a number of 
software components, called participants of the solution, and they are connected to 
each other in certain specific configurations. The instantiation of the template is also 
illustrated by some typical examples. The applicability of the pattern, alternative 



 

designs and relations to other patterns are also made explicit as a part of the 
pattern. 

Usually, such a pattern is documented in the so-called Alexandrian format. In this 
format, design principles are first explained in informal English, and then clarified 
with illustrative diagrams and specific code examples [18]. The diagrams serve as 
the template and show how the participants interact with each other and the 
configuration of the connections. The specific code examples show the typical 
instances of the pattern. This format is informative for humans to understand the 
design principle underlying the pattern and to learn how to apply patterns to solve 
their own design problems. 

3.1.2 Catalogues of patterns and pattern languages 
Design patterns are not only identified and documented in isolation, but also 
systematically categorised and their relationships charted. Among many types of 
design patterns that have been studied are object-oriented program designs [18, 20, 
21, 17], enterprise system designs [3, 22, 24, 42, 37], real-time and distributed 
systems [42, 10, 16], fault tolerance architectures [23], pattern-oriented software 
architectures [9, 8], and program code for implementing security feature [36, 37], 
etc. 

The most important relationships between design patterns include: 

• Sub-pattern: Pattern A is a sub-pattern of pattern B means that every instances of 
pattern A is also an instance of pattern B. 

• Uses: Pattern A uses pattern B means that certain participants (i.e. the 
components) in pattern A is designed and implemented by using pattern B. 

• Composition: Pattern A is a composition of pattern B, C and so on, if pattern A 
is formed by put pattern B and C etc. together. 

• Alternative Choice: Pattern A and pattern B are alternative choices, if they serve 
certain common design goals and solve some common design problems, but 
they also have some different properties thus used in difference situations. 
 

The systematic categorising of design patterns has led to a set of vocabulary of 
design terminology, which forms the so-called pattern languages. 

3.1.3 Formal specification of design patterns 
The documentation of design patterns in Alexandrian format is informal and hence 
brings such ambiguity that it is often a matter of dispute whether an implementation 
conforms to a pattern or not. Empirical studies show that poor documentation of 
patterns can lead to poor system quality, and can actually impede software 
maintenance and evolution [26]. Mathematical notations are thus employed to help 
eliminate this ambiguity by clarifying the underlying notions. Several 
formalisms for formally specifying OO design patterns have been advanced. [1, 
32, 39, 19, 6] 

In spite of differences in these formalisms, the underlying ideas are quite 
similar. That is, patterns are specified by constraints on what are its valid 
instances via defining their structural features and sometimes their behavioural 



 

features too. The structural constraints are typically assertions that certain types of 
components exist and have a certain configuration of the structure. The 
behavioural constraints, on the other hand, detail the temporal order of messages 
exchanged between the components. 

Formally, a design pattern P can be defined abstractly as a tuple < V, PrS , PrD >, 
where V = {v1 : T1 , … , vn : Tn } declares the components in the pattern, while PrS 

and PrD  are predicates that specify the structural and behavioural features of the 
pattern, respectively. Here, vi  in V is a variable that ranges over the type Ti of 
software elements, such as class, method, and attribute. The predicates are 
constructed from primitive predicates either manually defined, or systematically 
induced from the meta-model of software design models. The semantics of a 
specification is the ground formula ∃V · (PrS ∧ PrD ). Such a formalism for the 
specification of design patterns enables the conformation of a design or an 
implementation of a software system to a pattern be formally verified and 
automatically detected. This is in fact a descriptive view of design patterns. 

An alternative approach to the formal specification of design patterns is the so- 
called transformational approach. In this approach, a design pattern is defines as a 
transformation rule that when applied to a flawed design (or implementation) 
results in a new design (or implementation) that conforms to the pattern [30]. Such 
a specification of pattern is prescriptive. 

3.1.4 Development of software tools 
With the documentation of design patterns, a large number of software tools have 
been developed to support various uses of design patterns in software engineering, 
which include 
• Detection of design patterns in program code for reverse engineering [33, 25, 34, 

7, 31, 15] and in designs represented as UML models [27, 28, 29, 44, 45]. Such 
tools are useful to reverse engineering. 

• Instantiation of patterns for software design. Such tools are employed as parts 
of modelling tools and included as plug-ins in integrated software development 
environments, such as Eclipse, NetBeans, etc. 

• Visual and graphical representation of patterns. For example, Dong et al. 
implemented a tool [14] for computer-aided visualisation of the application of 
design patterns in UML class diagrams. Their tool, deployed as a web service, 
identifies pattern applications, and does so by displaying stereotypes, tagged 
values, and constraints. Their experiments show that the tool reduces the 
information overload faced by designers. 

3.1.5 Composition of design patterns 
Although each pattern is documented and specified separately, they are usually to 
be found composed with each other with overlaps except in trivial cases [35]. Thus, 
pattern composition plays a crucial role in the effective use of design knowledge. 

Composition of design patterns has been studied informally by many authors, 
for example, in [8, 35]. Visual notations, such as the Pattern:Role annotation and a 



 

forebear based on Venn diagrams, have been proposed by Vlissides [41] and widely 
used in practice. They indicate where, in a design, patterns have been applied so that 
their compositions are comprehensible. 

Pattern compositions have also been studied formally through formalisation 
and extension of the Pattern:Role graphic notation by considering pattern 
compositions as overlaps between pattern applications [11, 13, 12, 40, 38, 4]. A set 
of six operators on design patterns were defined with which the composition and 
instantiation of design patterns can be accurately and precisely expressed [5]. 
The algebraic laws of these pattern operators were also studied so that the 
equivalence of two pattern composition and instantiation expressions can be 
proved via equational reasoning [43]. 

Pattern decomposition, i.e. to work out how a design or a pattern is composed 
from a set of known patterns, is of particular importance in software engineering, 
especially in software reverse engineering. This is achieved through recognising 
the instances of patterns in the program code or in the design model 
represented in UML. 

In summary, software design is a highly complicated domain. The research on 
design patterns started with the definition of the notion of design patterns as 
repeating phenomena in this domain, i.e. the solutions of recurring design 
problems. This notion of pattern is consolidated by the identification of certain 
design patterns and demonstration of their uses in software design. The research 
further developed with such a notion of pattern as the central concept to answer 
various research questions like how to document and specify design patterns, how 
patterns relate to each other and interact with each other, how to detect patterns 
when given a design or implementation, how find applicable design patterns and 
to instantiate a design pattern when given a design problem, etc. 

3.2 Advantages and Benefits 

The fruitful research on software design patterns and its wide applications in 
software development shows the following advantages and benefits of pattern-
oriented research method. 
1. Patterns represent domain knowledge in fine granularity, in which the 

complicated knowledge of the subject domain (such as software design) is 
divided into self-contained composable pieces. 

2. Patterns, being self-contained, can be described and documented with high read- 
ability and learnability. 

3. Each pattern as a piece of domain knowledge can also be easily validated and 
formally specified relatively independent of the other patterns. 

4. Patterns codify domain knowledge in such a way that each pattern’s 
applicability can be easily recognised and they can be flexibly combined 
through pattern composition. 

5. The relationships between the patterns and the way patterns are composed and 
combined are also important parts of the domain knowledge, which can also be 
formally define, specified, and applied. 



 

6. Automated tools can be developed and employed for various uses of the 
knowledge. 

7. A complete knowledge of the subject domain can be developed incrementally 
by gradually identifying more and more patterns and the whole picture of the 
domain knowledge emerges in the form of catalogues of the patterns when a 
sufficient number of patterns are identified. Meanwhile, the incompleteness of a 
set of patterns does not affect the usefulness of the known knowledge. 
In the next section, we discuss how the pattern-oriented research methodology 

exemplified above can be applied to the research on cyberspace. 

4 Patterns in Cyberspace 

The notion of cyberpattern advocates the application of the pattern-oriented research 
methodology to the study of cyberspace. Here, we discuss the scope of the research, 
the core research questions to be addressed as a road map for the future research. 

4.1 What are patterns in cyberspace? 

The first key research questions to be addressed in pattern-oriented research is: 

• What are the patterns in cyberspace? 

As discussed previously, cyberspace is a complicated subject domain. There is a 
vast range of phenomena that can be observed, recorded and detected as patterns. 
The following are just some examples of the patterns that have already been studied 
by researchers in various research communities. 
• User behaviour patterns: Users of particular resources and applications on the 

internet tend to demonstrate certain regularities. Such regularities can be 
described as patterns, detected if abnormal behaviour occurs, for example, for 
intruder detection. 

• Workload patterns: The workload on a particular server or a particular 
application on the internet varies, but often demonstrates certain pattern of 
variation, for example, due to the common behaviour of the users. Such 
patterns can be used to improve system performance and efficiency through 
load balancing and power management of the cluster. 

• Network traffic patterns: The communication traffic on a particular network 
also exhibit clear patterns of variation according to the time and date as the 
users of the network have common behaviour patterns. Such patterns are 
useful for network optimisation. 

• Social network patterns: People connecting with each other through social 
networks demonstrate certain patterns, for example, to form a network that 
observes the so-called Small World and Power Law of scale-free networks. 
The information propagates through such a social network in certain patterns, 
too. 



 

• Attack patterns: The hackers attack the resource on the internet use certain 
information techniques. Thus, their behaviours also have certain dynamic 
characteristics that repeat inevitably. 

• Security design patterns: To combat malicious attacks over the internet to 
attack computer facilities and resources, online systems employ security 
facilities to prevent, detect and mitigate security attacks. The vast range of 
such security facilities and mechanisms has certain common structures and 
implementations that can be represented as patterns like software design 
patterns. 

• Patterns of vulnerabilities: The security facilities and mechanisms employed to 
protect internet resources often have weakness and vulnerabilities. Efforts have 
been made in the research on cybersecurity to identify, classify and categorise 
such vulnerabilities. Each type of vulnerability is in fact a pattern although 
they are not called so in the literature. 

• Digital forensic patterns: In the investigation of cybercrime and more generally 
digital computer crimes, common investigation processes and guidelines have 
been developed for various types of crimes. They can be regarded as patterns, 
too. 

 

Further research should be directed to answer questions like: 
• How can various types of cyberpatterns be identified? 
• How should various types of cyberpatterns be described, documented and 

specified? 
• How can cyberpatterns of various types be classified and catalogued 

systematically? 
The standards for the documentation and specification of various types of 

cyberpatterns are of particular importance to answer the following research 
questions: 

• How can various types of cyberpatterns be stored, retrieved and applied with 
the support of computer software tools and used automatically? 

4.2 How do cyberpatterns interrelate and interact with each other? 

The pattern-oriented research methodology not only studies patterns individually, 
but also the relationship between them and the interaction they may have. A key 
research question to be addressed is therefore: 

• What are the relationships between various types of cyberpatterns? 
• How cyberpatterns of the same type and across different types interact and 

interrelate with each other? 

For each type of patterns, one pattern may be related to another as its sub- 
pattern, and one is composed of some others, etc., as in the design patterns. In 
addition to such relationships, patterns in cyberspace of different types may also 
be related to each other in more complicated forms. Figure 1 below shows some 
ideas about the relationships between the types of patterns. 



 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 
 
 
 

Fig. 1. Potential relationships between different types of cyberpatterns 

Understanding these relationships will significantly improve our understanding 
of cyberspace and the effectiveness of using and protecting the infrastructure and 
resources on the Internet. 

For example, consider the relationships between security design patterns and 
attack patterns. Security designs are often made by composing a number of 
design patterns that each pattern protects against one or more type of attack 
patterns. As illustrated in Figure 2, a problem that worth studying is to prove that 
the composition of security design patterns can protect against the composition of 
attack patterns. 

User behaviour 
pattern 

Workload
pattern 

Network traffic
pattern 

Social network
pattern 

Attack  
pattern 

Security design
pattern 

Vulnerability
pattern 

Forensic  
pattern 

Aggregates into 

Aggregates into

Aggregates into

Is a 
subtype 

of 

Targets at

Investigates ImpliesDetects
Prevents 

Software design
pattern 

Is a subtype of 

Is context of

User Requirements pattern 
Use case/ Scenario 

Determines 



 

 

 

 
 
 
 
 

Fig. 2 Potential relationships between different types of cyberpatterns 

5 Conclusion 

A pattern represents a discernible regularity in a subject domain. It is a template 
from which instances can be created. It represents knowledge of recurring 
phenomena that can be observed and recognised. Similar to theories in sciences, 
patterns explain and predict regularities in certain phenomena. In a complicated 
subject domain like cyberspace, there are usually a large number of patterns that 
each describes and predicts a subset of recurring phenomena, yet these patterns can 
interact with each other and be interrelated and composed with each other. 

The pattern oriented research method studies a subject domain by identifying the 
patterns, classifying and categorising them, organising them into pattern languages, 
investigating the interactions between them, devising mechanisms and operations 
for detecting and predicting their occurrences, and facilitating their instantiations. It 
is applicable to complicated subject domain like cyberspace. 
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